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INTRODUCTION

APIs are vulnerable to SQL injection attacks, stealing the JWT tokens and manipulating them,

and cross-site scripting attacks. Having the security framework available and some best

practices, implementing the secure APIs remains a challenge, especially in dynamic runtime

environments like Node.js. This paper gives a practical approach to secure REST APIs made in

node.js [1][2]. It practically implements the JWT, Helmets, authorization and authentication

in such a way that they provides a way to implement them securely and safely [3][4]. The API

was tested using the postman which clears almost every mentioned threat. Many studies are

presented out there but this research provides a bridge between the theory and the practical

implementation [5][6]. It also presents a trade-off between security and performance [3][7].

The goal of this research is to analyze the effective measures in practical that need to be taken

to make sure that API is safe and secure [][8].

LITERATURE REVIEW

This paper by Sattam J Alharbi summarizes the findings and provides suggestions to make the

rest of the APIs more secure by analyzing the previous research papers. This paper researches

the common vulnerabilities of the rest of the APIs by looking at the previous research papers

and identifies how to mitigate them. It explains all parts of the APIs that need to be made

secure in aspects of the testing and authorization. It provides concise details on making the

APIs more secure [9].

This paper by Arvinda A Kumar explains the key security measures and looks at how

token-based authentication can be made secure and looks at pass lib, a password or text hashing

library[2]. This paper researches the implementation of effective security measures by looking

at how JWT authentication can be done securely, how Cors policy should be set, and how

HTTP error handling can be done. It looks at the previous research studies and provides a

structured way to implement security on the different and vulnerable aspects of the rest APIs.

[10]. This paper by Ankit Hansraj Yadav, Neeraj Jokhoo Yadav, and Om Bhupendra Singh

simply highlights the importance of knowledge for the cyber-security and software engineering

students about API security [1]. The paper researches the common vulnerabilities and

potential risks and pressurizes the importance of knowing the security of the rest APIs. It looks

at the API background, common API security threats and challenges to APIs security, and

solutions to these challenges to security. It efficiently gives a map that why API security is the

most important [11].

This paper by Cao Rongqiang, and Yangang Wang implements the techniques for



381

authorization and authentication in website development. It analyzes the microservices

architecture of simple authentication and authorization. It implements the authorization and

the authentication for the rest APIs in the SCE. It looks at the previous works to find a better

and more efficient way to implement authorization and authentication in website development

[12]. This paper by Rajesh Kotha provides instructions and best practices for API inquiries

introduced in the REST standard for the software architecture [26]. It tells about the HAMC

technique which allows the authentication process and maintains the secrecy, and integrity of

the software. It provides pretty concise details about the HAMC technique used to implement

successful authorization and authentication and how it can be used to maintain the security of

the software in which they are used [13].

This paper by Silvia Llorente Viejo analyzes the security recommendations by different

organizations for rest APIs and creates an app that explains all security measures for the rest

API server. This paper researches the best encryption algorithms and password-hashing

functions. It applies additional measures like CSRF tokens just by analyzing the

recommendations of different organizations. It provides a detailed approach to secure rest API.

This paper provides very good security measures for rest APIs [14].

This paper by Priyanka Gowda and Narayna Gowda analyzes the scalability and

security best practices in the rest of API design. This paper approves or states the efficient

practices in making the of rest the APIs to make it secure and scalable by using several

publication analyses, standards and better practices. This paper gives a structure to design a

rest API in such a way that it comes out secure and scalable. This paper serves as a map to

make a secure API [15]. This paper by Dinh Toan Nguyen analyzes the latest security

measures provided by different API services and also analyzes the Twitter and stripe services

for security importance and analyzes the author's website and C# library for API call

security[24]. This paper identifies the main problem of Stripe which is encrypting the private

key before sending it to the server and also Stripe must change the code quality of JavaScript to

secure the public key. It provides a theoretical and practical explanation of web security and

API service [25] [16].

This paper by A Sanjana, M. Anusha expounds on the methods that an attacker can use

to expose the flaws in the rest APIs. This paper gives some foundational security rules on how

to implement the security in the rest APIs. This paper also looks at how cloud resources can be

used by using the API requests. This paper provides a handful of information on how rest APIs
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can test and detect security violations using active property checkers [17]. This paper by

Pawan Kumar Bhat focuses on making a model or prototype of making an API using the C#,

managing the authentication and authorization in such a way that users can insert, update, and

delete the data in the API. This paper uses the O. Auth 2.0 for implementing the authorization

and authentication. The database is made using a Microsoft SQL server. It puts the demand

based on how the web APIs can be made perfectly without any kind of security breach and flaw

[18].

METHODOLOGY

The methods of making rest API secure contain multiple layers of security. It consists of

validating input, encrypting the sensitive data authentication and authorization processes [19].

Everything mentioned above is explained below.

API ARCHITECTURE

The goal of this stage is to identify the blueprint of the API means learning about the API

endpoints and identifying which endpoints need secure access for the user so they handle more

secure data [20].

IDENTIFY

So, I am going to be making an API for an e-commerce site this API will contain product

information, user information, reviews on the products, cart information checkout information.

So, the app will contain the endpoint written below [21].

 For Products(/api/v1/products)

 For Users(/api/v1/users)

 For Reviews(/api/v1/reviews)

 For Cart(/api/v1/carts)

 For Checkout(/api/v1/checkouts)

Now it is noticeable that some of these endpoints handle sensitive data therefore these

endpoints require strict security access. Let’s identify which of the endpoints require the

stricter security rules by giving the public and private keywords and by public means it

requires any kind of security measures among the above-mentioned security measures [22].

 For Products(/api/v1/products): Some of the endpoints in this endpoint will be private

like deleting the product, adding the products. All others will be public like getting the

products.
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 For Users(/api/v1/users): All of its endpoints will be private because the data of the users

will be private.

 For Reviews(/api/v1/reviews): All of these review endpoints will be public except adding

the review and deleting the review.

 For Cart(/api/v1/carts): All of these cart endpoints will be private. It will contain some

kind of security.

 For Checkouts(/api/v1/checkouts): All of these cart endpoints will be private. It will

contain some kind of security.

AUTHENTICATION AND AUTHORIZATION PLANS

First of all, let’s talk about authentications: authentication means to verify the user that he is

the one who he claims to be. So, the rest APIs are stateless and Jason Web Token is also

stateless so it will be efficient to use the JWT token for the authorization. This authorization

will be performed on the /user/login endpoint. When a user signs up or login it is given JWT

in response that contains some information about the user that helps in knowing that the user

has logged in. Now this JWT token will be sent by the user in every request in the

authorization header.
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FIGURE 1: AUTHENTICATION THROUGH JWT

Secondly let’s talk about authorization: authorization determines what processes or actions an

authenticated user can perform. There are many ways to perform the authorization that help in

performing the role-based access controls. Some people perform role-based access control by

storing them in the JWT and extracting them when the user makes any request the JWT token

is received and then from its payload the role (like admin, user, etc.) then one can make

middleware function to respond in term of the role. [14]
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FIGURE 2: AUTHORIZATION

Then there is another method to implement the role-based access that the user enters its roles

when entering its information, then we make a role-based access middleware function that can

then be used to give the role-based access control like I have done in my e-commerce API and

written as follows.

exports.restrictTo = (...roles) => {

return (req, res, next) => {
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console.log(roles);

if (roles.includes(req.user.role)) {

const error = new Error(

"You do not have the permission to perform this action"

);

console.log(error);

return next(error);

}

next();

};

};

These roles will be passed into the middleware while defining the routes:

authController.restrictTo("user")

If it is being wondered where this req.user comes from it comes from the middleware function

protect:

exports.protect = async (req, res, next) => {

let token = "";

try {

if (

req.headers.authorization &&

req.headers.authorization.startsWith("Bearer")

) {

token = req.headers.authorization.split(" ")[1];

} else if (req.cookies.jwt) {

token = req.cookies.jwt;

}

if (!token) {

throw new Error("You are not logged in!");

}

const decoded = jwt.verify(token, process.env.JWT_SECRET);

// console.log(decoded);

const user = await User.findById(decoded.id);
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if (!user) {

throw new Error("The token belonging to the user not longer exist");

}

if (user.changedPasswordAfter(decoded.iat)) {

throw new Error("User recently changed the password");

}

req.user = user;

return next();

} catch (error) {

next(error);

}

};

SQL INJECTION ATTACKS PROTECTIONS

These are the kinds of attacks in which the attacker inputs some kind of query into the request

body and when that query is executed it produces some kind of unwanted results. One of the

ways that ca prevent is by sanitizing the data. Now these attacks can be prevented in many

ways but one of the ways is to use a third-party library that helps in doing this and it is

specially built for node.js [13].

const mongoSanitize = require('express-mongo-sanitize');

const xss = require('xss-clean');

// Data sanitization against NoSQL query injection

app.use(mongoSanitize());

// Data sanitization against XSS

app.use(xss())
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FIGURE 3: SQL INJECTION PREVENTION

HEADERS PROTECTION

Usually, the attacker attacks the API using the headers: for this, a third-party module can be

used in the node. Js-based API is called Helmet. It also helps in securing the application from

cross-site scripting attacks and as well as helps to prevent attackers not knowing about the

known vulnerabilities. These help a person secure the node JS API by setting several HTTP

headers [12]. You can just implement it like below:

First, you have to import it in your main app.js file and before that install the helmet

library using the NPM.

const helmet = require('helmet');

// Set security HTTP headers

app.use(helmet());
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RATE LIMITING

It is a technique to control the no of requests coming from the network or going from it. This

is important for better workflow and reduces the risks of attacks and the server never overloads

[11]. This can be done by installing the express-rate-limit third-party library.

const rateLimit = require('express-rate-limit');

One can use the rate limiter like this:

const limiter = rateLimit({

max: 100,

windowMs: 60 * 60 * 1000,

message: 'Too many requests from this IP, please try again in an hour!'

});

app.use('/api', limiter);

RESULT AND DISCUSSION

Hence, after applying all the security measures practically and theoretically the study

successfully made our API secure from different threats. Like our express-rate-limit blocked

almost all the unnecessary requests from the clients, the XSS third-party library also helped

prevent the SQL injection in our requests along with mongoSanitize which helped in sanitizing

the SQL injections also, then we learned about the use of the helmet library that we used as the

middleware in App.js file to make the API secures from the cross-site scripting attacks and also

set the HTTP header to prevent unknown vulnerabilities to expose to the attackers and we also

learned about the how we can implement the role-based access control in our node.js rest API.

All of this knowledge gave us the practical as well as the theoretical aspects of the security

measures and implementation in the rest of API made using the node.js

CONCLUSION

In summary, this research has presented a detailed overview of the numerous security solutions

that can be used to secure Node.js-based REST APIs. By employing authentication and

authorization practices like JWT tokens and role-based access control, the study has developed

a sound framework for safe access to sensitive resources. Using the JWT token for stateless

authentication and introducing role-based access control middleware, the study can define the

roles of the users and ensure proper access restrictions. In addition, the study discussed the

protection against common weaknesses like SQL Injection and Cross-Site Scripting (XSS)

attacks. With strategies like data sanitization through the use of express-mongo-sanitize and
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XSS-clean and valid input checks, we made it possible to minimize the threats of such an attack.

Securing headers in place with the helmet library additionally strengthened the defenses as a

whole, making sure that our API is less exposed to typical web application security concerns.

The use of rate-limiting mechanisms was also an efficient mechanism for regulating the number

of requests, safeguarding against denial-of-service attacks, and promoting the stability and

performance of the API. The results from the testing and implementation of the security

measures reaffirm their success in protecting against vulnerabilities. The practical usage of

these methods, complemented by theoretical reasoning, goes into a complete security plan that

diminishes the attack risk substantially. The trade-offs between efficiency and security were

also taken into account, and the steps taken maintain a balanced approach, ensuring security as

well as efficiency. Therefore, this study emphasizes the need to integrate sound security

practices into the design of REST APIs to make them resistant to typical attacks while

ensuring optimal performance and user experience.
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